# Exercise: Advanced Syntax and Operations

You can check your solutions here: <https://judge.softuni.bg/Contests/1252/Advanced-Syntax-and-Operations-Exercise>

# Part I: Arrays

## **Problem 1.** **Index of Letters**

Write a program that creates an array containing all letters from the alphabet (**a**-**z**). Read a lowercase word from the console and print the **index of each of its letters from the letters array**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| abcz | a -> 0  b -> 1  c -> 2  z -> 25 |
| softuni | s -> 18  o -> 14  f -> 5  t -> 19  u -> 20  n -> 13  i -> 8 |

## Problem 2. Reverse an Array of Strings

Write a program to read **an array of strings**, **reverse** it and **print** its elements. The input consists of a sequence of space separated strings. Print the output on a single line (space separated).

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| a b c d e | e d c b a |
| -1 hi ho w | w ho hi -1 |

### Hints

* Read the array of strings.
* **Exchange** the **first** element (at index 0) with the **last** element (at index n-1).
* **Exchange** the **second** element (at index 1) with the element **before the** **last** (at index n-2).
* Continue the same way until the middle of the array is reached.

![](data:image/png;base64,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)

* Another, shorter approach, is to use the array\_reverse() extension method from PHP Build-in methods.

## Problem 3. Sum Reversed Numbers

To “**rotate** an array on the right” means to move its last element first: {1, 2, 3} 🡪 {3, 1, 2}.

Write a program to read an array of **n** **integers** (space separated on a single line) and sum the obtained arrays after each rotation as shown below.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 123 234 12 | 774 | 321 + 432 + 21 = 774 |
| 12 12 34 84 66 12 | 220 | 21 + 21 + 43+ 48 + 66 + 21 = 220 |
| 12 12 12 | 63 | 21 + 21 + 21 = 63 |

## Problem 4. Most Frequent Number

Write a program that finds the **most frequent number** in a given sequence of numbers.

* Numbers will be in the range [0…65535].
* In case of multiple numbers with the same maximal frequency, print the left most of them.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Output** |
| **4** 1 1 **4** 2 3 **4 4** 1 2 **4** 9 3 | 4 | The number **4** is the most frequent (occurs 5 times) |
| **2 2 2 2** 1 **2 2 2** | 2 | The number **2** is the most frequent (occurs 7 times) |
| **7 7 7** 0 2 2 2 0 10 10 10 | 7 | The numbers **2**, **7** and **10** have the same maximal frequence (each occurs 3 times). The leftmost of them is **7**. |

## Problem 5. Max Sequence of Equal Elements

Write a program that finds the **longest sequence of equal elements** in an array of integers. If several longest sequences exist, print the leftmost one.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 1 1 2 3 3 **2 2 2** 1 | 2 2 2 |
| **1 1 1** 2 3 1 3 3 | 1 1 1 |
| **4 4 4 4** | 4 4 4 4 |
| 0 **1 1** 5 2 2 6 3 3 | 1 1 |

### Hints

* Start with the sequence that consists of the first element: start=0, len=1.
* Scan the elements from left to right, starting at the second element: pos=1…n-1.
  + At each step compare the current element with the element on the left.
    - Same value 🡪 you have found a sequence longer by one 🡪 len++.
    - Different value 🡪 start a new sequence from the current element: start=pos, len=1.
  + After each step remember the sequence it is found to be longest at the moment: bestStart=start, bestLen=len.
* Finally, print the longest sequence by using bestStart and bestLen.

## Problem 6. Max Sequence of Increasing Elements

Write a program that finds the **longest increasing subsequence** in an array of integers. The longest increasing subsequence is a **portion of the array** (subsequence) that is strongly **increasing** and has the **longest possible length**. If several such subsequences exist, find the left most of them.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 **2 3 4** 2 2 4 | 2 3 4 |
| 4 5 **1 2 3 4 5** | 1 2 3 4 5 |
| **3 4 5 6** | 3 4 5 6 |
| **0 1** 1 2 2 3 3 | 0 1 |

### Hints

* Use the same algorithm like in the previous problem (Max Sequence of Equal Elements).

## Problem 7. Last K Numbers Sums Sequence

Enter two integers **n** and **k**. Generate and print the following sequence of n elements:

* The first element is: **1**
* All other elements = sum of the previous **k** elements (if less than **k** are available, sum all of them)
* Example: n = **9**, k = **5** 🡪 **120** = 4 + 8 + 16 + 31 + 61

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 6  3 | 1 1 2 4 7 13 |
| 8  2 | 1 1 2 3 5 8 13 21 |
| 9  5 | 1 1 2 4 8 16 31 61 120 |

### Hints

* Use an **array of integers** to hold the sequence.
* Initially seq[0] = 1
* Use two nested loops:
  + Loop through all elements i = **1 …** n
  + Sum the elements i**-k …** i**-1**: seq[i] = sum(seq[i**-k …** i**-1**])

## Problem 8. Rotate and Sum

To “**rotate** an array on the right” means to move its last element first: {1, 2, 3} 🡪 {3, 1, 2}.

Write a program to read an array of **n** **integers** (space separated on a single line) and an integer **k**, rotate the array right **k** **times** and sum the obtained arrays after each rotation as shown below.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3 2 4 -1  2 | 3 2 5 6 | rotated1[] = -1 3 2 4  rotated2[] = 4 -1 3 2  sum[] = 3 2 5 6 |
| 1 2 3  1 | 3 1 2 | rotated1[] = 3 1 2  sum[] = 3 1 2 |
| 1 2 3 4 5  3 | 12 10 8 6 9 | rotated1[] = 5 1 2 3 4  rotated2[] = 4 5 1 2 3  rotated3[] = 3 4 5 1 2  sum[] = 12 10 8 6 9 |

### Hints

* After r rotations the element at position i goes to position (i + r) % n.
* The sum[] array can be calculated by two nested loops: for r = 1 … k; for i = 0 … n-1.

## Problem 9. Condense Array to Number

Write a program to read **an array of integers** and **condense** them by **summing** adjacent couples of elements until a **single integer** is obtained. For example, if we have 3 elements {2, 10, 3}, we sum the first two and the second two elements and obtain {2+10, 10+3} = {12, 13}, then we sum again all adjacent elements and obtain {12+13} = {25}.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2 10 3 | 25 | 2 10 3 🡪 2+10 10+3 🡪 12 13 🡪 12 + 13 🡪 25 |
| 5 0 4 1 2 | 35 | 5 0 4 1 2 🡪 5+0 0+4 4+1 1+2 🡪 5 4 5 3 🡪 5+4 4+5 5+3 🡪 9 9 8 🡪 9+9 9+8 🡪 18 17 🡪 18+17 🡪 35 |
| 1 | 1 | 1 is already condensed to number |

### Hints

While we have more than one element in the array nums[], repeat the following:

* Allocate a new array condensed[] of size nums.Length-1.
* Sum the numbers from nums[] to condensed[]:
  + condensed[i] = nums[i] + nums[i+1]
* nums[] = condensed[]

The process is illustrated below:
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![](data:image/png;base64,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)

# Part II: Multidimensional Arrays

## Problem 10. Sum Matrix Elements

Write program that **read a matrix** from console and print:

* Count of **rows**
* Count of **columns**
* Sum of all **matrix’s elements**

On first line you will get matrix sizes in format **[rows, columns]**

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3, 6  7, 1, 3, 3, 2, 1 1, 3, 9, 8, 5, 6 4, 6, 7, 9, 1, 0 | 3  6  76 |

### Hints

* On next **[rows]** lines you will get elements for each column separated with coma and whitespace
* Try to use only **foreach** for printing

**Problem 11. Maximum Sum of 2X2 Submatrix**

Write a program that **read a matrix** from console. Then find biggest sum of **2x2 submatrix** and print it to console.

On first line you will get matrix sizes in format **rows, columns.**

One next **rows** lines you will get elements for each **column** separated with coma.

Print **biggest top-left** square, which you find and sum of it's elements.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3, 6  7, 1, 3, 3, 2, 1 1, 3, 9, 8, 5, 6 4, 6, 7, 9, 1, 0 | 9 8  7 9  33 |
| 2, 4  10, 11, 12, 13  14, 15, 16, 17 | 12 13  16 17  58 |

### Hints

* If you find some max squares, print top-left one

## Problem 12. Maximal Sum

Write a program, which reads a rectangular matrix of integers of size of r rows by c columns. Find in the matrix a **platform of size 3 x 3** **with a maximal sum**.

### Input

* The first line holds the number of rows r and the number of columns c.
* The next r lines hold the elements of the matrix.
* Constraints: 3 ≤ r, c ≤ 1000.

### Output

* At the **first line** of the output **print the sum**.
* At the next line **print the platform itself**.
* If **several** platforms of equal sum exist, print the one that is located in the **most upper-left** position.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 4 4  5 **6 2 8**  3 **1 9 5**  8 **1 6 9**  1 5 3 4 | Sum = 47  6 2 8  1 9 5  1 6 9 |  | 5 6  1 2 4 8 9 6  2 4 1 3 4 2  2 7 **9 9 9** 7  8 6 **9 9 9** 6  9 5 **9 9 9** 9 | Sum = 81  9 9 9  9 9 9  9 9 9 | 4 6  **1 1 1** 1 1 1  **1 1 1** 1 1 1  **1 1 2** 1 1 1  1 1 1 1 1 1 | Sum = 10  1 1 1  1 1 1  1 1 2 |

# Part III: Associative Arrays

## Problem 13. Phonebook

Write a program that receives some info from the console about **people** and their **phone numbers**. Each **entry** should have just **one name** and **one number** (both of them strings).

On each line you will receive some of the following commands:

* **A {name} {phone}** – adds entry to the phonebook. In case of trying to add a name that is already in the phonebook you should change the existing phone number with the new one provided.
* **S {name}** – searches for a contact by given name and prints it in format "**{name} -> {number}**". In case the contact isn't found, print "**Contact {name} does not exist.**".
* **END** – stop receiving more commands.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| A Nakov 0888080808  S Mariika  S Nakov  END | Contact Mariika does not exist.  Nakov -> 0888080808 |
| A Nakov +359888001122  A RoYaL(Ivan) 666  A Gero 5559393  A Simo 02/987665544  S Simo  S simo  S RoYaL  S RoYaL(Ivan)  END | Simo -> 02/987665544  Contact simo does not exist.  Contact RoYaL does not exist.  RoYaL(Ivan) -> 666 |
| A Misho +359883123  A Misho 02/3123  S Misho  END | Misho -> 02/3123 |

### Hints

* **Parse the commands** by splitting by space. Execute the commands until “**END**” is reached.
* Store the **phonebook entries** in associative array with key **{name}** and value **{phone number}**.

## Problem 14. Phonebook Upgrade

**Add functionality to the phonebook** from the previous task to **print all contacts ordered lexicographically** when receive the command “ListAll”.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| A Nakov +359888001122  A RoYaL(Ivan) 666  A Gero 5559393  A Simo 02/987665544  ListAll  END | Gero -> 5559393  Nakov -> +359888001122  RoYaL(Ivan) -> 666  Simo -> 02/987665544 |

### Hints

* **Variant I (slower):** Sort all entries in the dictionary by key and print them.
* **Variant II (faster):** Keep the entries in more appropriate data structure that will keep them in sorted order for better performance.

## Problem 15. Mixed Phones

You will be given several phone entries, in the form of strings in format:

firstElement : secondElement

The first element is usually the person’s name, and the second one – his phone number. The phone number consists ONLY of digits, while the person’s name can consist of any ASCII characters.

Sometimes the phone operator gets distracted by the Minesweeper she plays all day, and gives you first the phone, and then the name. **e.g. : 0888888888 : Pesho**. You must store them correctly, even in those cases.

When you receive the command “**Over**”, you are to **print all names** you’ve stored with their phones. The names must be printed in **alphabetical order**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 14284124 : Alex  Gosho : 088423123  Ivan : 412048192  123123123 : Nanyo  Pesho : 150925812  Over | Alex -> 14284124  Gosho -> 88423123  Ivan -> 412048192  Nanyo -> 123123123  Pesho -> 150925812 |
| Ivan : 13213456  GeorgeThe2nd : 131313  Johnny : 5556322312  Donald : 3212  Over | Donald -> 3212  GeorgeThe2nd -> 131313  Ivan -> 13213456  Johnny -> 5556322312 |

## Problem 16. \*Points Counter

Write a program, which receives data about a **team**, **player** and **points**.

### Input

You can have **two** types of input:

* {TEAM}|{Player}|{points}
* {Player}|{TEAM}|{points}

The **team** **name** will always consist of **uppercase** **Latin** **letters** and the player name will always **start** with **uppercase** **Latin** **letter** and **all** **other** **letters** will be **lowercase**.

The **team** and **player** names **might** be **polluted** with some **prohibited** symbols (‘**@**’, ‘**%**’, ‘&’, ‘**$**’ and ‘**\***’). You have to **delete** **every** **occurrence** of these symbols in **every** **team** and **player** name.

Then, calculate every team’s total score. Every **team’s** **total** **score** equals to the **total** **sum** of the **points** made by **every** **player** **in** the **team**.

### Output

When you receive the command “**Result**”, print **all** teams, ordered in **descending order** by the **points** they made and the player with **most** points in the **team** in the following format:

|  |
| --- |
| {teamName} => {totalSumOfPoints}  Most points scored by: {nameOfThePlayer} |

In case of **repeating** **player** **names** for one team, **save** the **value**, which is **received** **last**.

### Constraints

* The **team** **names** will be **at least** **2** characters **long**
* The **points** for each **player** will be in the interval [1…100]

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| LA|Bryant|70  L%@A|Odom|67  Bry\*%ant|LA|71  James|%CAVA@@LIE$$$RS|54  C@art%er|GR%%IZZ%%LIE@S@@@|49  Anthony|KNICKS|11  UTAH|Jo%%%%hn$$so@@n|24  S@@PU\*R\*S$|Ga\*\*\*so\*\*l|32  Jone@@@@s|KNICKS|5  Result | LA => 138  Most points scored by Bryant  CAVALIERS => 54  Most points scored by James  GRIZZLIES => 49  Most points scored by Carter  SPURS => 32  Most points scored by Gasol  UTAH => 24  Most points scored by Johnson  KNICKS => 16  Most points scored by Anthony |
| SO@@@FTU%\*NI|P\*&@esho|30  SO$$FT\*UNI|Gos%@ho|42  PAARTHURNAX|Maria|35  S\*OFT$$$UNI|Iv\*\*\*\*@an|3  L@u\*b%o@|HE\*\*\*RO@@ES|11  Result | SOFTUNI => 75  Most points scored by Gosho  PAARTHURNAX => 35  Most points scored by Maria  HEROES => 11  Most points scored by Lubo |

## Problem 17. User Logins

Write a program that receives a **list** of **username-password pairs** in the format “username -> password”. If there’s already a user with that username, **replace their password**. After you receive the command “login”, **login requests** start coming in, using the **same format**. Your task is to print the status of user login, using different messages as per the conditions below:

* If the password matches with the user’s password, print “username: logged in successfully”.
* If the user doesn’t exist, or the password doesn’t match the user, print “username: login failed”.

When you receive the command “end”, print the **count** of **unsuccessful** login attempts, using the format “unsuccessful login attempts: count”.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| ivan\_ivanov -> java123  pesh0 -> qwerty  stamat4e -> 111111  princess\_penka -> MyPrince  **login**  pesh0 -> qwertt  ivan\_ivanov -> java123  stamat4e -> 111112  princess\_penka -> MyPrince  end | pesh0: login failed  ivan\_ivanov: logged in successfully  stamat4e: login failed  princess\_penka: logged in successfully  unsuccessful login attempts: 2 |
| johnny\_bravo05 -> woahMama  **login**  johnny\_bravo06 -> woahMama  johnny\_bravo05 -> woahmama  johnny\_bravo05 -> WoahMama  johnny\_bravo05 -> wohMama  johnny\_bravo05 -> woahMama  end | johnny\_bravo06: login failed  johnny\_bravo05: login failed  johnny\_bravo05: login failed  johnny\_bravo05: login failed  johnny\_bravo05: logged in successfully  unsuccessful login attempts: 4 |
| walter\_white58 -> iamthedanger  krazy\_8 -> ese  jesseABQ -> bword  **login**  krazy\_8 -> ese  krazy\_8 -> ese  jesse -> bword  jesseabq -> bword  walter\_white58 -> IAmTheDanger  walter\_white58 -> iamthedanger  end | krazy\_8: logged in successfully  krazy\_8: logged in successfully  jesse: login failed  jesseabq: login failed  walter\_white58: login failed  walter\_white58: logged in successfully  unsuccessful login attempts: 3 |

## Problem 18. Exam Shopping

A supermarket has **products** which have **quantities**. Your task is to stock the shop before **Exam Sunday**. Until you receive the command “shopping time”, **add** the various **products** to the shop’s **inventory**, keeping track of their **quantity** (for inventory purposes). When you receive the aforementioned command, the students start pouring in before the exam and **buy** various **products**.

The format for **stocking** a product is: “stock $product $quantity”.

The format for **buying** a product is: “buy $product $quantity”.

If a student **tries** to buy a product, which **doesn’t exist**, print “$product doesn't exist”. If it does exist, but it’s **out of stock**, print “$product out of stock”. If a student tries buying **more** than the quantity of that product, sell them **all** **the** **quantity** of the product (the product is left out of stock, **don’t** print anything).

When you receive the command “exam time”, your task is to **print** the **remaining** inventory in the following format: “product -> quantity”. If a product is out of stock, **do not** print it.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| stock Boca\_Cola 10  stock Boca\_Cola 10  stock Kay's 3  stock Kay's 2  shopping time  buy Boca\_Cola 5  buy Kay's 5  exam time | Boca\_Cola -> 15 |
| stock Lobster\_Energy 20  stock Loreni 30  stock Loreni 30  stock Lobster\_Energy 10  shopping time  exam time | Lobster\_Energy -> 30  Loreni -> 60 |
| stock Boca\_Cola 16  stock Kay's\_Chips 33  stock Lobster\_Energy 60  stock Boca\_Cola 4  stock Loreni 15  stock Loreni 15  stock Loreni 15  stock Loreni 15  shopping time  buy Boca\_Bola 2  buy Lobster\_Energy 20  buy Boca\_Cola 1  buy Boba\_Bola 12  exam time | Boca\_Bola doesn't exist  Boba\_Bola doesn't exist  Boca\_Cola -> 19  Kay's\_Chips -> 33  Lobster\_Energy -> 40  Loreni -> 60 |

## Problem 19. Filter Base

You have been tasked to sort out a database full of information about employees. You will be given several input lines containing information in one of the following formats:

* **name -> age**
* name -> salary
* name -> position

As you see you have 2 parameters. There can be only 3 cases of input:  
If the second parameter is an **integer**, you must store it as **name** and **age**.

If the second parameter is a **floating-point number**, you must store it as **name** and **salary**.

If the second parameter is a **string**, you must store it as **name** and **position**.

You must read input lines, then parse and store the information from them, **until** you receive the command   
“**filter base**”. When you receive that command, the **input sequence** of **employee information** should **end**.

On the last line of input, you will receive a string, which can either be “**Age**”, “**Salary**” or “**Position**”. Depending on the case, you must **print all entries** which **have been stored** as **name** and **age**, **name** and **salary**, or **name** and **position**.

In case, the given last line is “**Age**”, you must print every employee, stored with its **age** in the following format:

Name: name1  
Age: age1  
====================  
Name: name2  
. . .

In case, the given last line is “**Salary**”, you must print every employee, stored with its **salary** in the following format:

Name: name1  
Salary: salary1  
====================  
Name: name2  
. . .

**NOTE:** The **Salary** must be **formatted** to **2 digits** after the decimal point.

In case, the given last line is “**Position**”, you must print every employee, stored with its **position** in the following format:

Name: name1  
Position: position1  
====================  
Name: name2  
. . .

**NOTE:** Every entry is **separated** with the **other**, with a **string** of **20 character** **‘=**’.

There is **NO** particular order of printing – the data must be printed in **order** of **input**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Isacc -> 34  Peter -> CEO  Isacc -> 4500.054321  George -> Cleaner  John -> Security  Nina -> Secretary  filter base  Position | Name: Peter  Position: CEO  ====================  Name: George  Position: Cleaner  ====================  Name: John  Position: Security  ====================  Name: Nina  Position: Secretary  ==================== |
| Ivan -> Chistach  Pesho -> Ohrana  Pesho -> 1323.0456  Ivan -> 732.404  Georgi -> 21  Georgi -> 21.02  filter base  Salary | Name: Pesho  Salary: 1323.05  ====================  Name: Ivan  Salary: 732.40  ====================  Name: Georgi  Salary: 21.02  ==================== |